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1 Summary

Molecular functions of proteins depend on the properties of their primary sequences, in particular on some site-specific functional residues. Thus, site-specific annotations from the UniProt Knowledge base (UniProtKB), (Wu et al., 2006) constitute a highly valuable resource in a standardized format and are therefore important and central annotations. Unfortunately they are unavailable for most proteins in the UniProtKB.

There are several well proven methods to detect molecular functions on proteins but these methods do not have much space left for further optimization and can not distinguish whether the execution of a predictive model is useful or not. They also do not provide functional description in a standardized way such as in the UniProtKB. For this reason a combination of the well known C 4.5 decision tree algorithm and a weighted finite state machine approach was used taking taxonomic and sequence specific data to build the predictive models. These models produce position-specific functional site annotations in UniProtKB format.

The method was tested in a cross-validation against all active site annotations in UniProtKB/Swiss-Prot. A recall rate of 72.47% was obtained at a precision of 96.9%. The adaptability of the algorithm to other functional site annotations was evaluated for substrate binding regions and metal binding annotation in the enolase protein family. Finally, an automated annotation pipeline was implemented which can be used to run the algorithm whenever updated or new training data is available.
2 Introduction

2.1 Motivation for this work

Proteins are essential in every life form. They control most of the molecular processes in a living cell and they are involved in nearly every function. Signal transduction and metabolism are common examples where proteins play an essential role, therefore the most interesting information about a protein is its biological function. So what is the biological function of a protein and why is it so important? Every protein performs a specific function within an organism and this has consequences from the subcellular to the whole-organism level. Depending on these functions, proteins can be grouped into specific classes. Also, the function of a protein is highly dependent on its properties. Proteins have properties on different levels and the most important one of these is structure.

There are four different aspects of a protein structure. The primary structure is the amino acid sequence. The secondary structure describes the general three-dimensional form of local segments of biopolymers such as proteins and nucleic acids. The tertiary structure is the overall shape of a single protein molecule and the quaternary structure is the shape that results from the union of more than one protein molecule which function as part of the larger assembly or protein complex. In addition to these levels of structure, proteins may shift between several similar structures in performing their biological function. They share conserved regions which are called protein domains and which indicate a specific function. A conserved region is a sub-sequence that shares high similarity between a number of proteins which have similar functions. Various molecules and ions are able to bind to specific sites on proteins. These sites are called binding sites and they are indicators for the function of a protein. If, for an example, there is one zinc atom bound to two cysteine and two histidine amino acid residues then
this is thought to indicate the involvement of the protein in a DNA/RNA interaction. Therefore, a raw protein sequence without any further information about the behaviour of that protein is not very helpful to a biologist. However, since there is an exponential increase in the number of proteins being identified from large-scale sequence genome projects it is becoming far more difficult to characterize all these proteins by functional assays. For this reason, protein functional predictions have arisen in computational biology. In this field, functional prediction methods are developed to predict the function of a protein. There is a need for developing these new methods, because there is a widening gap between known protein sequences and their functions.

Protein sequences are represented as character strings, so many of these methods try to find similarity patterns based on the amino acid sequence. Mostly string-matching methods like regular expressions (Hopcroft and Ullman, 1979), hidden Markov models (Rabiner and Juang, 1986), and dynamic programming are used for this approach. Proteins can be classified using these methods of detecting conserved regions such as protein domains, protein families, and binding sites. These conserved regions on the protein sequence are called signature hits. Each method normally describes a specific amino acid sequence pattern where a biological meaning is assigned by a human curator. For example the signature hit PF01361 detected by the hidden Markov models of the Pfam database (Bateman et al., 2004) classifies a protein to the tautomerase enzymes. This indicates that the protein is an enzyme which catalyses the ketonization of 2-hydroxymuconate to 2-oxo-3-hexenedioate.

Unfortunately there are some problems with these methods. One problem is that every method has to be optimized to a specific sequence pattern. Normally one method finds only one specific sequence pattern. This means a conglomeration of predictive models needs to be applied to achieve a better understanding of the protein sequence. The Pfam database contains currently 8295 models for the detection of protein families on protein sequences. Each protein family is represented by curated multiple-sequence alignments and a corresponding hidden Markov model. Applying all models from Pfam to a single protein sequence of 300 amino acids takes about a minute on a single machine.
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There are various methods available which have different strengths and weaknesses depending on their underlying analysis methods. A popular system that combines several predictive methods is InterProScan (Quevillon et al., 2005). This system uses the predictive models from several signature-hit databases such as Pfam (Bateman et al., 2004), Prosite (Hulo et al., 2006), Prints (Attwood et al., 2003), and Smart (Letunic et al., 2006) to analyze raw protein sequences. InterProScan applies 19484 models and it takes over 4 minutes for a protein of 300 amino acids. InterProScan is regularly applied to the over 3 million protein sequences of the UniProt Knowledge base (UniProtKB), (Wu et al., 2006). The runtime behaviour of InterProScan has a linear-complexity with an increase in the sequence length, but still the application of the system to protein sequences is a very time-consuming task. A closer look at the underlying procedures for the signature hits shows that the problem is not the efficiency of the methods, but the exponential increase in protein sequences from high-throughput sequencing projects. The creation of the models can be difficult but the application to the sequence is easy and very fast. The most popular method that is mainly used for detecting patterns in protein sequences is that of hidden Markov models. Hidden Markov models have their origin in speech recognition and have been optimized over decades. Once a hidden Markov model is created, regardless of its complexity, standard algorithms can be used for aligning and scoring sequences. These algorithms, e.g. Forward, have a worst-case complexity of $O(NM^2)$ in time and $O(NM)$ in space where $N$ is the sequence length of the protein and $M$ the number of states of the hidden Markov model (Eddy, 1998). The problem is that much calculation time is wasted by applying specific methods on protein sequences where it is not determined if these are useful or not. As an example it is not useful to apply a method which tries to find an active site on a protein if the protein is not an enzyme.

An alternative approach to gain useful information about protein functions is the use of data-mining methods in combination with protein databases. One of the most popular database is the UniProtKB. The UniProtKB contains over 3 million proteins described in entries using a controlled vocabulary and consists of two parts: The Swiss-Prot section contains 230000 protein entries containing fully manually annotated records, the annotation resulting from literature information extraction carried out by human experts supported by computer-based analysis tools. The TrEMBL section contains
two million protein entries and is by far the largest part of the database. The entries are computer-annotated and derived from the translation of all the coding sequences in the nucleotide sequence databases. Figure 2.1 shows parts of a UniProtKB entry from the Swiss-Prot section:

**Figure 2.1:** The entry Q6Y0Z3 describes a NADH-dependent D-xylose reductase.
Functional descriptions of proteins are supplied in this entry as so-called protein features and are derived through a literature curation process, which is supported by expert-evaluated computational analysis. In Knowledge base entries, these are combined with other annotations, such as protein names, and EC numbers in the description line (DE), comments, shown in the description line (DE), the keyword line (KW), and the comments line (CC). Manual curation provides consistent annotation for all members of the same protein family. For instance, D-xylose 1-dehydrogenases are enzymes, which catalyze the reaction $D$-xylose $+ NAD^+ = D$-xylonolactone $+ NADH + H^+$, a fact that is given as a textual comment for all Swiss-Prot proteins belonging to this family. Enzyme related reactions are standardized by the Nomenclature Committee of the International Union of Biochemistry and Molecular Biology (NC-IUBMB) and a reference to the corresponding EC 1.1.1.175 is given in the descriptions of all these proteins. There are also references to the pathway in which they are involved, including which step they catalyze (D-xylose degradation), and to which protein family they are associated (belongs to the aldo/keto reductase family). Keywords characterize the function in a more general way. For the NADH-dependent D-xylose reductase, the keywords Carbohydrate metabolism, NAD, and Oxidoreductase are used as subject references for many of these proteins. For location-specific annotation, a selection of features (FT) is used: BINDING for individual residues involved in non-covalent interactions with non-protein molecules, NP_BIND for regions of residues defining the nucleotide binding site of NAD, and ACT_SITE for the active site residues directly involved in catalysis. The entry also provides references to detected signature hits from the various databases. Unfortunately the much larger TrEMBL section of the UniProtKB provides for most of the proteins only a description of the host and the taxonomy along with signature hits and references to databases.

The Spearmint system (Kretschmann et al., 2001) uses the annotations described above to generate rules for protein annotations. The system learns on the Swiss-Prot part of the UniProtKB and uses signature hits and the taxonomy of the host organisms of the proteins to create decision trees (Quinlan, 1988). The rules from these decision trees are used to detect annotations, such as protein names, EC numbers, keywords or comments in the much larger TrEMBL part of the UniProtKB. Spearmint can detect these annotations on an uncharacterized protein from the TrEMBL section. Using
this procedure regularly on the UniProtKB, the usefulness of the TrEMBL section of the UniProtKB can be increased considerably. The method has several advantages. First the method is highly efficient, a complete run of the system on the 3 million proteins of the UniprotKB base is taking about 6 hours on a 40 node cluster. Thus the performance for a single protein is less than one second. Secondly, the system contains low error rates, less than about 5% with a coverage of 78%. The benefits of this method is that the predicted annotations are more useful than signature hits. Since there is a textual description of the pattern presented in a standardized format while every signature hits database provides an format a description of the detected pattern in its own format. Unfortunately, the method works only at an annotation level rather than on a structure level, so only the presence of a function and not the exact position at the primary structure level can be predicted.

Therefore the problem is to find a method which detects the function of a protein at its primary structure level and also is efficient enough to work on large-scale data sets. String-matching methods like hidden Markov models are already very well optimized so there is not much space for optimizing these methods further. Binary classifying systems such as decision trees or neural networks are efficient methods which in several cases have been successfully applied for predicting functional behaviour. However, such methods cannot be used for detecting the position of a functional annotation. Hence, in this work the following approach was taken to generate a position-specific predictive model for detecting functional sites on protein sequences.

To get the benefits of both methods a two-stage approach is suggested, in order to achieve high efficiency by avoiding any time-consuming attempts at finding a particular molecular function in a protein that does not contain such a function. The well known decision tree algorithm from the automated annotation can be used to check for the presence of a functional site based on the core data from the UniprotKB. If this part of the algorithm is positive, a predictive model based on the primary structure of the of the positive instances from the training set is trained to detect the position of a protein feature. This approach has several advantages: Only proteins which might contain a specific molecular function are analyzed at the sequence level. It also reduces the complexity required for a position-finding model, if it can be assumed that only sequences actually containing the functional site are ever used with the model.
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3 Methods

For the suggested two-stage approach, where one algorithm is used to predict the presence of a molecular function while the other is used for detecting the position at the sequence level, two completely different methods need to be combined into one aggregated system. The following chapter gives an overview about the chosen algorithms and procedures, and describes why they are suitable for this work.

3.1 Decision trees

The first machine learning method that is introduced is decision trees. The method has been evaluated, accepted and regularly applied in many fields for rule generation. One reason for its success is that the generated rules are human readable and thus is useful for a later analysis by human experts, which might not be the case with other data-mining methods. Also a complete description of the decision tree algorithm is freely available in literature (Quinlan, 1988).

3.1.1 Divide and conquer

The following example is widely used throughout the literature (Witten and Frank, 1999) to explain the concept of decision trees. The data shown in Table 3.1 consists of a training set for playing golf outside. It consists four attributes ("Outlook", "Temperature", "Humidity", and "Windy") and two classes ("stay inside", "go outside").
### Table 3.1

<table>
<thead>
<tr>
<th></th>
<th>Outlook</th>
<th>Temperature</th>
<th>Humidity %</th>
<th>Windy</th>
<th>Class</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>sunny</td>
<td>80</td>
<td>90</td>
<td>true</td>
<td>stay inside</td>
</tr>
<tr>
<td>2</td>
<td>rain</td>
<td>65</td>
<td>70</td>
<td>true</td>
<td>stay inside</td>
</tr>
<tr>
<td>3</td>
<td>sunny</td>
<td>72</td>
<td>95</td>
<td>false</td>
<td>stay inside</td>
</tr>
<tr>
<td>4</td>
<td>rain</td>
<td>68</td>
<td>80</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>5</td>
<td>overcast</td>
<td>83</td>
<td>78</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>6</td>
<td>sunny</td>
<td>75</td>
<td>70</td>
<td>true</td>
<td>go outside</td>
</tr>
<tr>
<td>7</td>
<td>overcast</td>
<td>64</td>
<td>65</td>
<td>true</td>
<td>go outside</td>
</tr>
<tr>
<td>8</td>
<td>sunny</td>
<td>69</td>
<td>70</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>9</td>
<td>rain</td>
<td>71</td>
<td>80</td>
<td>true</td>
<td>stay inside</td>
</tr>
<tr>
<td>10</td>
<td>overcast</td>
<td>81</td>
<td>75</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>11</td>
<td>rain</td>
<td>75</td>
<td>80</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>12</td>
<td>sunny</td>
<td>85</td>
<td>85</td>
<td>false</td>
<td>stay inside</td>
</tr>
<tr>
<td>13</td>
<td>overcast</td>
<td>72</td>
<td>90</td>
<td>true</td>
<td>go outside</td>
</tr>
<tr>
<td>14</td>
<td>rain</td>
<td>70</td>
<td>96</td>
<td>false</td>
<td>go outside</td>
</tr>
</tbody>
</table>

Table 3.1: This table represents a training set on which mining should generate a decision tree. Unknown instances should be classified to "go outside" and "stay inside" prediction on the basis of the weather preconditions outlook, temperature, humidity, and the presence or absence of wind.
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The idea of a divide-and-conquer algorithm is to split the data table into subsets based on the different attributes. If the first split were based on the attribute outlook we create the subsets shown in the Table 3.2:

<table>
<thead>
<tr>
<th>Outlook</th>
<th>Temperature</th>
<th>Humidity</th>
<th>Windy</th>
<th>Class</th>
</tr>
</thead>
<tbody>
<tr>
<td>sunny</td>
<td>80</td>
<td>90</td>
<td>true</td>
<td>stay inside</td>
</tr>
<tr>
<td>sunny</td>
<td>85</td>
<td>85</td>
<td>false</td>
<td>stay inside</td>
</tr>
<tr>
<td>sunny</td>
<td>72</td>
<td>95</td>
<td>false</td>
<td>stay inside</td>
</tr>
<tr>
<td>sunny</td>
<td>69</td>
<td>70</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>sunny</td>
<td>75</td>
<td>70</td>
<td>true</td>
<td>go outside</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Outlook</th>
<th>Temperature</th>
<th>Humidity</th>
<th>Windy</th>
<th>Class</th>
</tr>
</thead>
<tbody>
<tr>
<td>rain</td>
<td>71</td>
<td>80</td>
<td>true</td>
<td>stay inside</td>
</tr>
<tr>
<td>rain</td>
<td>75</td>
<td>80</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>rain</td>
<td>68</td>
<td>80</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>rain</td>
<td>65</td>
<td>70</td>
<td>true</td>
<td>stay inside</td>
</tr>
<tr>
<td>rain</td>
<td>70</td>
<td>96</td>
<td>false</td>
<td>go outside</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Outlook</th>
<th>Temperature</th>
<th>Humidity</th>
<th>Windy</th>
<th>Class</th>
</tr>
</thead>
<tbody>
<tr>
<td>overcast</td>
<td>83</td>
<td>78</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>overcast</td>
<td>64</td>
<td>65</td>
<td>true</td>
<td>go outside</td>
</tr>
<tr>
<td>overcast</td>
<td>81</td>
<td>75</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>overcast</td>
<td>72</td>
<td>90</td>
<td>true</td>
<td>go outside</td>
</tr>
</tbody>
</table>

Table 3.2: Subsets based on a split on the attribute outlook with the values "sunny", "rain", and "overcast".

It is easy to derive directly from the last subset that the decision to play outside is always true if the outlook is overcast. From this subset the first level of a decision tree as shown in Figure 3.1 can be created:

![Decision Tree](overcast.png)  

Figure 3.1: Decision tree containing the first level based on the attribute "overcast".
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Since there are still mixed classes in the other subsets we have to split again the subsets until we end up with subsets without mixed classes. By splitting the second subset based on humidity we would end up with the following subsets shown in Table 3.3:

<table>
<thead>
<tr>
<th>Outlook</th>
<th>Temperature</th>
<th>Humidity</th>
<th>Windy</th>
<th>Class</th>
</tr>
</thead>
<tbody>
<tr>
<td>sunny</td>
<td>69</td>
<td>70</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>sunny</td>
<td>75</td>
<td>70</td>
<td>true</td>
<td>go outside</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Outlook</th>
<th>Temperature</th>
<th>Humidity</th>
<th>Windy</th>
<th>Class</th>
</tr>
</thead>
<tbody>
<tr>
<td>sunny</td>
<td>80</td>
<td>90</td>
<td>true</td>
<td>stay inside</td>
</tr>
<tr>
<td>sunny</td>
<td>85</td>
<td>85</td>
<td>false</td>
<td>stay inside</td>
</tr>
<tr>
<td>sunny</td>
<td>72</td>
<td>95</td>
<td>false</td>
<td>stay inside</td>
</tr>
</tbody>
</table>

Table 3.3: Subsets based on a split on the attribute outlook with the value of "overcast".

Now both subsets contain cases from a single class. Another test on humidity with outcomes dependent up on whether the humidity is less than 85 % or greater than 85 % can be used to generate the next level of the tree as shown in Figure 3.2.

Figure 3.2: Decision tree containing the second level based on the attribute "sunny".
Splitting the subset which contains all instances of the example outlook rain creates the following subsets:

<table>
<thead>
<tr>
<th></th>
<th>Outlook</th>
<th>Temperature</th>
<th>Humidity</th>
<th>Windy</th>
<th>Class</th>
</tr>
</thead>
<tbody>
<tr>
<td>11</td>
<td>rain</td>
<td>75</td>
<td>80</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>4</td>
<td>rain</td>
<td>68</td>
<td>80</td>
<td>false</td>
<td>go outside</td>
</tr>
<tr>
<td>14</td>
<td>rain</td>
<td>70</td>
<td>96</td>
<td>false</td>
<td>go outside</td>
</tr>
</tbody>
</table>

Table 3.4: Subsets based on a split on the attribute outlook with the value of "rain".

The next level of the decision tree as shown in Figure 3.3 can now be created, while using another test on the attribute with the value "windy".

Figure 3.3: Decision tree containing the third level based on the attribute "windy".
3.1.2 Choosing the best attribute

The aim is to find the shortest decision tree that is completely consistent with the training set. So why not simply use a brute force method and try all possible decision trees to find the shortest one? Unfortunately, finding the smallest decision tree consistent with a training set is a NP-complete problem (Hyafil, 1976). Therefore most decision tree construction methods are based on a heuristic approach which is normally based on non-backtracking greedy algorithms. One famous method which was originally introduced by Earl Hunt is to use a concept from information theory using the information gain.

Consider selecting one case at random from a set $S$ of cases and announcing that it belongs to some class $C_i$. The message has the probability

$$\frac{freq(C_i, S)}{|S|}$$

and the information that it conveys is

$$-\log_2 \left( \frac{freq(C_i, S)}{|S|} \right) \text{ bits}$$

To find the expected information from such a message we sum over the classes in proportion to their frequencies in $S$:

$$info(S) = -\sum_{j=1}^{k} \frac{freq(C_j, S)}{|S|} \cdot log_2 \left( \frac{freq(C_j, S)}{|S|} \right) \text{ bits}$$

After partitioning the set $S$ in accordance with the $n$ outcomes of a test $X$ the expected information requirement can be found as the weighted sum over the subsets

$$info_X(S) = \sum_{i=1}^{n} \frac{|S_i|}{|S|} \cdot info(S_i)$$
The quantity

\[ \text{gain}(X) = \text{info}(S) - \text{info}_X(S) \]

measures the information that is gained by partitioning S in accordance with the test X. One criterion to select a test named the "gain criterion" is to take the one which maximizes this quantity.

Going back to the example, it is easy to calculate that

\[ \text{info}(S) = -\frac{9}{14} \cdot \log_2 \left( \frac{9}{14} \right) - \frac{5}{14} \cdot \log_2 \left( \frac{5}{14} \right) = 0.94 \text{ bits} \]

Comparing the test for "Outlook" with the one for "Windy" gives the following equation

\[
\begin{align*}
\text{info}_{\text{Outlook}}(S) &= \frac{5}{14} \cdot \left( -\frac{3}{5} \cdot \log_2 \left( \frac{3}{5} \right) - \frac{3}{5} \cdot \log_2 \left( \frac{3}{5} \right) \right) \\
&\quad + \frac{4}{14} \cdot \left( -\frac{4}{7} \cdot \log_2 \left( \frac{4}{7} \right) - \lim_{x \to 0} \left( \frac{x}{4} \cdot \log_2 \left( \frac{4}{7} \right) \right) \right) \\
&\quad + \frac{5}{14} \cdot \left( -\frac{3}{5} \cdot \log_2 \left( \frac{3}{5} \right) - \frac{2}{5} \cdot \log_2 \left( \frac{2}{5} \right) \right) \\
&= 0.694 \text{ bits}
\end{align*}
\]

\[ \text{gain}(\text{Outlook}) = 0.94 \text{ bits} - 0.694 \text{ bits} = 0.246 \text{ bits} \]

\[
\begin{align*}
\text{info}_{\text{Windy}}(S) &= \frac{6}{14} \cdot \left( -\frac{3}{6} \cdot \log_2 \left( \frac{3}{6} \right) - \frac{3}{6} \cdot \log_2 \left( \frac{3}{6} \right) \right) \\
&\quad + \frac{8}{14} \cdot \left( -\frac{6}{8} \cdot \log_2 \left( \frac{6}{8} \right) - \frac{2}{8} \cdot \log_2 \left( \frac{2}{8} \right) \right) \\
&= 0.892 \text{ bits}
\end{align*}
\]

\[ \text{gain}(\text{Windy}) = 0.94 \text{ bits} - 0.892 \text{ bits} = 0.048 \text{ bits} \]

The gain was used in former implementations of the algorithm but this resulted in maximal fragmentation of the data set. Assuming there is a criterion X which is different in every instance the quantity \( \text{info}_X(S) \) would equal 0 and the \( \text{gain}(X) \) would be maximal. However, this criterion is completely useless for prediction purposes. To
avoid this artifact in more recent implementations, the gain was normalized with the
information inherent in the split:

\[
\text{split info}(X) = -\sum_{i=1}^{n} \frac{|S_i|}{|S|} \cdot \log_2 \left( \frac{|S_i|}{|S|} \right)
\]

The split info is maximal for "middle sized" and minimal for very small or very large
groups. This criterion is used to define the gain ratio:

\[
\text{gain ratio}(X) = \frac{\text{gain}(X)}{\text{split info}(X)}
\]

The gain ratio ought to be maximal, since it is best to have a large gain and a small
split info. For the example this value is:

\[
\text{split info}(\text{Outlook}) = -\frac{5}{14}\cdot\log_2 \left( \frac{5}{14} \right) - \frac{4}{14}\cdot\log_2 \left( \frac{4}{14} \right) - \frac{5}{14}\cdot\log_2 \left( \frac{5}{14} \right) = 1.577 \text{ bits}
\]

\[
\text{gain ratio}(\text{Outlook}) = \frac{0.246}{1.577} = 0.156
\]

\[
\text{split info}(\text{Windy}) = -\frac{6}{14}\cdot\log_2 \left( \frac{6}{14} \right) - \frac{8}{14}\cdot\log_2 \left( \frac{8}{14} \right) = 0.985 \text{ bits}
\]

\[
\text{gain ratio}(\text{Windy}) = \frac{0.048}{0.985} = 0.049
\]

This means that in this case gain ratio(Outlook) will be used to divide the set with a
test for "Outlook".
3.1.3 Confidence score

The C 4.5 algorithm produces a decision tree for each given situation, regardless of whether or not there is a strong evidence. For all the cases where no clear pattern in the given attributes is detected, the quality of the predictor is too low to be significant. Low-quality predictions should not be applied, and for this reason a confidence score could be used as an estimated error rate for the tree. A common approach is to come up with an error estimate as the standard verification technique. Some data of the original given data set could be held back and afterwards used as an independent test set to estimate the error of the tree, (Witten and Frank, 1999). This method is called reduced-error evaluation. It suffers from the disadvantage that the actual tree is based on less data. An alternative approach is to try to make some estimate of the error based on the training data itself. The following method is taken from the original Spearmint implementation. The procedure tries to derive a score by counting, using the number of true positive (TP) and false positive (FP) examples in the training set. The corresponding formula calculates the following value of likelihood: Given the number of true positive and false positive examples it calculates which rules lie above a given threshold in 95% of all cases (Kretschmann et al., 2001).

\[
\begin{align*}
  z & = 1.96 \quad \text{(Constant for 95\%)} \\
  n & = TP + FP \\
  p & = \text{Precision} = \frac{TP}{TP + FP} \\
  \text{Score} & = \frac{p + \frac{z^2}{2n} - z \sqrt{\frac{p}{n} - \frac{p^2}{n} + \frac{z^2}{4n^2}}}{1 + \frac{z^2}{n}}
\end{align*}
\]
3.2 Finite state machines

Protein sequences are represented as strings of characters, which makes it easy to apply to them computational methods for pattern detection. Signature hits such as protein domains and functional sites have become a common method for the prediction of protein function. For this reason, several recognition methods have evolved to address different sequence-analysis problems during the last decade. Regular expressions, hidden Markov models and sequence profiles have been applied in many signature database such as Prosite (Hulo et al., 2006), Pfam (Bateman et al., 2004) or InterPro (Biswas et al., 2002) for gaining a better understanding of uncharacterized proteins.

The underlying concept of these predictive methods is in most cases similar. On an abstract level regular expressions, hidden Markov models and profiles are specialized cases of finite state machines, where states and transitions are used to find a desired pattern, (Cortes et al., 2004). Diagnostically, all of these models have different areas of optimum application owing to different strengths and weakness. Regular expressions are conceptually straightforward to apply, but they cannot be used to find patterns with a stochastic structure. Hidden Markov models use a probabilistic approach which can deal with stochastic behaviour but the model needs to be optimized to a specific application, which makes its creation difficult. As an alternative to these approaches, weighted finite state machines (FSMs) can be used to detect signature hits in protein sequences, and by adding cost or weights to the transition it is also possible to handle stochastic behaviour with them, (Mohri, 1997).

The following chapter shows the basic principles of FSMs and how in particular a weighted FSM can be used for pattern recognition in bioinformatics. It is necessary to show how the algorithms are working in detail to apply them to the detection of patterns in sequences.
3.2.1 Acceptor

A finite state machine (FSM) is an abstract model which contains states, transitions and actions. The states in the FSM store information about the input data called input symbols. A transition indicates a state change and is normally described by a condition that is needed to be fulfilled to enable the transition, (Hopcroft and Ullman, 1979). The simplest model of a FSM is an acceptor. From a mathematical point of view a non-deterministic acceptor is defined as a quintuple \((Q, \tau, F, \Gamma, \delta)\):

- \(Q\) is a finite set of states,
- \(\tau\) is the set of initial states,
- \(F\) is the set of final states,
- \(\Gamma\) is the input alphabet,
- \(\delta\) is the state transition function \(\delta : Q \times \Gamma \rightarrow Q\).

The state transition function is defined as the cross-product between the set of all states \(Q\) and the input alphabet \(\Gamma\) and defines the transitions between the states in the acceptor. An acceptor can be visualized using a state transition diagram as shown in Figure 3.4 where the displayed acceptor contains one initial state marked with a bold circle and one final state marked with a double circle. The input alphabet is based on "A", "G", "T" and "C", where the state transition function defines the transition from one state to the other.

![Figure 3.4: 3 Acceptor which accepts the input sequence "AGCT" using 5 states and four transitions.](image)

Figure 3.4: 3 Acceptor which accepts the input sequence "AGCT" using 5 states and four transitions.
3.2.2 Transducer

Transducers are extensions of normal acceptors. A transducer is a FSM that also generates output symbols based on a given input symbol. The output generation is called an action and can be used to define a mapping between two different types of alphabets. Transducers can be used to map different information resources together where each resource is represented by its own alphabet. This is helpful for several applications, e.g. in speech recognition to provide a mapping between voice and words.

A nondeterministic transducer is defined as a septuple \((Q, \tau, F, \Gamma, \theta, \delta, \rho)\):

- \(Q\) is a finite set of states,
- \(\tau\) is the set of initial states,
- \(F\) is the set of final states,
- \(\Gamma\) is the input alphabet,
- \(\theta\) is the output alphabet,
- \(\delta\) is the state transition function \(\delta : Q \times \Gamma \rightarrow Q\),
- \(\rho\) is the output function \(\rho : Q \times \theta \rightarrow Q\).

The difference from the acceptor is that in this case an input alphabet and a output alphabet are defined where the output function is used by the state transition to define the actual mapping of the transducer. The transducer shown in the state transition diagram in Figure 3.5 contains 5 states with one initial state and one final state. Each transition of the transducer emits a symbol once a transition is reached. The input alphabet \(\Gamma\) and the output alphabet \(\theta\) are in this case similar and contain the characters "A", "G", "T" and "C".

![Figure 3.5](image.png)

Figure 3.5: Transducer which accepts the input sequence "AGCT" and produces the output sequence "GCGT".
3.2.3 Weighted acceptor

FSMs as described before can handle exact pattern matching, but unfortunately it is not possible to handle stochastic behaviour with them. If the preferred pattern which needs to be detected varies slightly, it is impossible to detect it by a normal acceptor. For this reason weighted FSMs were introduced, (Mohri, 1997). Weighted FSMs are a specialized case of FSMs where weights are added to the transition. These weights work in this context as negative logarithmic probabilities. The advantage of adding weights or costs to a transition is that this provides a way to prefer one transition over another.

A nondeterministic weighted acceptor is defined as a septuple \((Q, \tau, F, \Gamma, \delta, \lambda, \omega)\):

- \(Q\) is a finite set of states,
- \(\tau\) is the set of initial states,
- \(F\) is the set of final states,
- \(\Gamma\) is the input alphabet,
- \(\delta\) is the state transition function \(\delta : Q \times \Gamma \to Q\),
- \(\lambda \in R_+\) is the initial weight,
- \(\omega\) is the weight function: \(F \to R_+\).

The weighted acceptor contains in addition to the normal transducer a weight function where specific weights can be defined for each transition, where the number of the weight has to be part of the the set of real numbers \((R_+)\). It contains also an initial weight function where a default weight is defined for each transition. Each transition from the transducer in Figure 3.6 has a weight added to the input symbol.

![Figure 3.6: Example of a weighted acceptor.](image-url)
3.2.4 Weighted transducer

Weighted transitions can also be applied to a transducer, the difference being that the weight is added to a transition which contains both an input and an output symbol. The output symbol then gets emitted based on the weight of the transition. So in this case a weighted transducer provides a mapping between two different alphabets based on a stochastic behaviour defined by the weights. This can be helpful to modeling complex relationships between different data sources, e.g. in defining the probability of to which word a specific voice is related.

A non-deterministic weighted transducer is defined as a nonatuple \((Q, \tau, F, \Gamma, \theta, \delta, \rho, \lambda, \omega)\):

- \(Q\) is a finite set of states,
- \(\tau\) is the set of initial states,
- \(F\) is the set of final states,
- \(\Gamma\) is the input alphabet,
- \(\theta\) is the output alphabet,
- \(\delta\) is the state transition function \(\delta : Q \times \Gamma \to Q\),
- \(\rho\) is the output function \(\rho : Q \times \theta \to Q\),
- \(\lambda \in R^+_+\) is the initial weight,
- \(\omega\) is the weight function: \(F \to R^+_+\).

A weighted transducer is very similar to a normal transducer except that a weight function and an initial weight is defined for each transition. The weighted transducer shown in Figure 3.7 contains a weight for each transition which defines the probability that an output symbol is emitted based on a given input alphabet.

![Figure 3.7: Transducer containing weighted transitions.](image-url)
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3.2.5 Operations

Several standard operations are defined for FSMs. The following operations are essential when working with FSMs, (Hopcroft and Ullman, 1979). These operations behave in the same way with unweighted and weighted FSMs, except that in the weighted case the weights of the transition will also be affected, (Mohri, 1997).

Composition

The composition is a key operation on transducers and used to create complex weighted transducers from simpler ones. With the composition operation two finite state machines can be combined into a new one. The output symbol of the first FSM is mapped to the input symbol of the second FSM and in the case that the transitions are weighted, the weights of the transitions will be summed up. Composition of weighted acceptors is a special case of composition of weighted transducers which corresponds to the case where the input and output symbols of the transitions are identical. The following example in Figure 3.8 combines two transducer using composition into a new transducer. The first transducer contains a transition from state 0 to state 1 with the weight of the input symbol "A" and the output symbol "T". This output symbol is mapped to the transition from state 0 of the second transducer to the input symbol "T".

Figure 3.8: Combining two transducers into a new one using the composition operation.
Minimization

The minimization operation can be used to reduce the size of the states of a FSM, (Hopcroft and Ullman, 1979). From the definition a weighted FSM is minimal if there exists no other weighted FSM with a smaller number of states realizing the same function. Also, two states of a weighted FSM are equivalent if exactly the same set of strings with the same weights label paths from these states to a final state. Thus, two equivalent states of a deterministic weighted automaton can be merged without affecting the function realized by that weighted finite state machine. This is very useful because it allows the size of the intermediate compositions to be reduced, thus saving on computing-time and memory. The example in Figure 3.9 uses minimization to reduce the number of states in a weighted acceptor. Note that the relationship between state 2 and state 3 is exactly the same as that between state 4 and state 5. These states can be replaced by one state as shown in the resulting transducer.

Figure 3.9: The number of states in a weighted acceptor is reduced using the minimization operation.
Finding the shortest path

Finding the shortest path is a very important operation when using weighted FSMs, (Hopcroft and Ullman, 1979). The idea is to find the "best" solution in the set of possible solutions represented by a a FSM, which is equivalent to finding the highest probability path through a network. The algorithm starts from an initial state and chooses only those transitions with the lowest weight, while all other transitions and their corresponding states are removed. The application of the shortest path algorithm is shown on a weighted acceptor in Figure 3.9 where the acceptor containing similar behaviour depending based on the input symbol and the weight. State 0 contains two transitions, one with an input symbol "A" with a weight of 0.5 and another one with an input symbol "T" and a weight of 0.3. In the resulting acceptor the transition "T" is removed. States 1 and 2 gets also removed because there are no transitions pointing to them.

![Figure 3.9: Finding the shortest path in a weighted acceptor](image)

Figure 3.10: Example of finding the shortest path in a weighted acceptor, by replacing similar behaviour of the acceptor with a smaller set of states.
Pruning

Pruning is a method of removing all transitions and the corresponding states of a weighted FSM higher than a specific threshold. A threshold can be defined, and the algorithm visits each transition and removes it if the weight of the transition is higher than the threshold. This method is useful for optimizing a weighted FSM and remove all states and transitions where the possibility of their execution is not very likely. The weighted acceptor shown in Figure 3.11 is reduced using the pruning operation with a threshold value of 5. The resulting acceptor contains only transitions where the corresponding weights are below 5. All other transitions and the connected states are removed.

![Pruning of a weighted acceptor](image)

Figure 3.11: Pruning of a weighted acceptor. The resulting acceptor contains only transitions where the corresponding weights are below 5.
3.2.6 Building a predictive model

The following example shows how weighted FSMs are used to create a predictive model for pattern recognition in nucleotide sequences. Three different training-sequences contain a similar pattern in the sequence, and this pattern should be recognized by a weighted FSM in an unknown sequence. A gap penalty transducer is used to introduce gap penalties. The input alphabet for the FSM defines a representation of the four nucleotides. First, all sequences have to be converted into weighted acceptors. Each possible nucleotide is represented as a weighted transition. The input symbol of the transition represents the nucleotides and an additional epsilon transition is added to introduce gap penalties. The acceptor in Figure 3.12 shows the unweighted case for representing a four-nucleotide sequence.

![Figure 3.12: Acceptor in the length of a four-nucleotide sequence.](image-url)
To create an acceptor that represents the actual sequence, the acceptor needs to be modified to specify which nucleotide sequence should be present. The following example in Figure 3.13 shows three acceptors using weighted transitions which represent the sequences "ATGC", "ATTC" and "ATCG". For the presence of a nucleotide a weight of -10 was added to the transition, while otherwise the default weight of 1 is used.

![Diagram of acceptors representing ATGC, ATTC, and ATCG](image)

Figure 3.13: Three acceptors representing the sequences "ATGC", "ATTC" and "ATCG".
These three acceptors can now be combined to one acceptor using the composition operation. The result is a new acceptor shown in Figure 3.16 which contains the patterns of all three sequences. The resulting acceptor was pruned, to avoid unnecessary complexity.

![Figure 3.14: Acceptor which contains all 3 example sequences at once.](image)

To add additional behaviour such as gap penalties, the given sequence acceptor needs to be combined with a gap penalty transducer. The gap penalty transducer in Figure 3.15 contains weighted epsilon transitions defined by the nucleotide input alphabet. An epsilon transition is executed based on its input weight and indicates that a gap can be inserted at this position.

![Figure 3.15: Transducer introducing gap penalties based on a nucleotide alphabet.](image)
A predictive model can be created using the composition operation between the sequence representation and the gap penalty transducer. The result is a more complex transducer shown in Figure 3.16 which contains the patterns of the training-sequences and the gap penalties stored in the weights of the transducer. This transducer can now be used to query for the pattern in an unknown sequence. Again, to avoid unnecessary complexity this transducer was also pruned and afterwards minimized.

Figure 3.16: Result transducer containing the sequence patterns and the gap penalties.

An unknown query sequence need to be converted to an acceptor. No weights needs to be added, because there is no uncertain behaviour in the query sequence. Figure 3.17 shows the sequence "ATGC" as an unweighted acceptor.

Figure 3.17: Query sequence "ATGC" represented as an unweighted acceptor.
A new transducer needs to be created combining the acceptor containing the sequence from Figure 3.17 with the transducer that contains the predictive model using again the composition operation. Then the shortest path operation is applied to find the best alignment between the acceptor and the transducer that contains the predictive model. The result is shown in Figure 3.18. The values of the weights on the transitions describe the level of similarity between the predictive model and the query sequence.

Figure 3.18: Result transducer after applying the acceptor against the predictive model.
3.3 Summary

Two methods have been shown to be suitable for the two stage approach. Firstly, the C 4.5 decision tree algorithm, described in the previous chapter, which creates trees of rules on the basis of information gain. The algorithm is used to generate protein annotations in TrEMBL by the Spearmint system (Kretschmann et al., 2001). Spearmint is able to predict the presence of a functional comment type, which describes the functional behaviour of protein. The algorithm scales quadratically with the number of instances to learn on, but to reduce computational costs the Swiss-Prot dataset was divided into small sections based on their InterPro families (Biswas et al., 2002), upon which the algorithms learn. However, the method could be extended to predict the presence of a functional annotation, but since every functional annotation has a corresponding position on the sequence, another method is needed to analyse the sequence.

Secondly, FSMs allow efficient and powerful modelling of biological problems. On an abstract level, acceptors represent a sequence of input symbols, while transducers encode a mapping between input and output sequences. Weights such as match or mismatch probability can be assigned to each transition. Simple models like regular expressions, and also more complex ones like hidden Markov models and support vector machines, can be modeled because they are specialized cases of finite state machines (Cortes et al., 2004). Thus, they provide a generic concept for modelling complex sequence data and algorithms using a set of algebraic operations. They deliver a framework with which predictive methods can be combined conveniently to produce more powerful predictors.
4 Implementation

The application developed here is a Java (Goslin, 1988) based system using a two-stage approach. The two algorithms described in the previous chapter are used to predict the sequence position of a functional site and the related annotation in the UniProtKB (Wu et al., 2006). The requirements for the application are to measure the performance of the two combined algorithms and to evaluate whether the results are suitable for integration into the automated annotation pipeline of the UniprotKB. Normally it is not a trivial task to measure the performance of a predictive algorithm. The system needs to be able to perform a cross-validation against the Swiss-Prot part of the UniProtKB. First of all, a small prototype was developed to test the accuracy and potential of the predictions. The results of the evaluation phase were promising, and the decision was made to implement a system in an object-oriented design. The final implementation of the system was divided into four parts. The first part is a module that provides the algorithms described above, which are necessary for the combined prediction approach. The second part is the implementation of a workflow engine to model the behaviour of the data-mining run. As part of this module, infrastructure was developed to load and analyze the proteins. The third part was a backend module to provide the application with the protein-related data and a relational database to store the results of the predictions. The final part is a graphical web user interface that allows internal and external users to browse the generated data and give feedback on the quality of the results. The following chapter gives an overview of the software design of the system. The chapter explains the design issues and design patterns which were used to provide a flexible and easy-to-use software system.
4.1 Algorithm module

The algorithm module contains separate implementations of the algorithms needed for the application. An implementation of the C 4.5 decision tree algorithm was developed to predict the presence of a functional site on a protein. In the sequence-analyzing step, the external finite state machine library from AT&T has been used to find the exact position of the functional site.

4.1.1 Decision trees

The C 4.5 Decision tree algorithm shown above is used in the first stage of the application to predict the presence of a functional site. Several free open-source implementations of this algorithm are available. As an example, the weka machine learning software package (Witten and Frank, 1999), which is embedded in the UniprotKB automated annotation pipeline to provide regular annotations on proteins. Unfortunately there are limitations to this package which make it unusable for this application. The generated decision tree is only available as textual output, so there is no possibility of accessing the internal structure. However, internal access is needed to extract the positive examples used for building the tree. These examples are needed to extract the protein sequences for the sequence-analysis step. To this end, an implementation of the C 4.5 algorithm in Java has been created and satisfies all of the desired criteria. The chief advantage of this approach is a clean tree structure which is easy use. The class diagram in Figure 4.1 gives an overview over the design of the implementation. The core design of the algorithm contains four classes and can be divided into two parts. Two classes provide the tree structure, and two classes provide the heuristic algorithm.
The main interface of the implementation is the class C45ClassifierTree. The interface takes a dataset of protein objects as an input parameter and returns a Decisiontree. The Decisiontree is composed of class C45Nodes, where each node contains a parent node and several children nodes. Each of these nodes contains all positive learning examples, a condition, and an action. The condition describes the attribute of the node, e.g. a specific signature hit. The action describes the desired result. Each node provides basic statistics about the splitting process using the class ConfusionMatrix. The confusion matrix is a datatype taken from the original C 4.5 implementation (Quinlan, 1988) and contains the number of true/false and positive/negative examples. The splitting process is done by the class C45Splitter that separates instances from the dataset based on the information gain of their attributes. The attribute with the highest information gain is returned as the condition for the node. This process continues recursively until all instances in the branch have the same value or there are no more attributes left to be separated. For a more detailed description of the algorithm see in chapter 2.

Figure 4.1: Class diagramm of C 4.5 decision tree implementation.
The decision tree shown in Figure 4.2 shows an example of a decision tree created using signature hits and taxonomy information about a protein to predict an active site. Each node has a condition, and the leaf node contains an action which predicts an active site annotation. Also each node contains a confusion matrix where the true positives, false positives, false negatives, and true negatives are counted. The rules is described as followed: If the protein contains the Prosite hit 010701, the Pfam hit 00198, and its taxonomy is not Homo Sapiens then the decision tree predicts an active site on this protein. An unknown protein gets classified by this tree visiting each of its nodes.

![Decision Tree Diagram](image)

Figure 4.2: Decision tree using signature hits and taxonomy to predict the present of a active site annotation. Each node contains a confusion matrix where the true positives, false positives, false negatives, and true negatives are counted.

### 4.1.2 Weighted finite state machines

Weighted finite state machines (FSMs) are employed for the sequence analyzing step, to find the exact position of a functional site. The FSM library from AT&T is used for the implementation of the algorithm. The library provides an efficient application programmer interface (API) to the corresponding algorithms to build and manipulate FSMs. The potentials of the library to model sequence related algorithms was introduced in the tutorial *Weighted Finite-State Transducers in Computational Biology* at the 13th Annual International Conference on Intelligent Systems for Molecular Biology. The library itself is written in the C programming language (Kernighan and Ritchie, 1988) and available as binary distribution for several platforms. The library provides a simple command line interface which is used for building, combining, and optimiz-
ing weighted finite-state acceptors and transducers. The data-mining application is completely written in Java so the application cannot communicate directly with the FSM library. Thus the communication between the Java application and the command line interface is handled by a converter class which executes a system call to the FSM library.

**Class FSMConverter**

The class FSMConverter converts a protein sequence into a FSM representation. An amino acid alphabet is used for the input and output symbol of the weighted FSM. The class generates afterwards all the necessary textfiles for the FSM library and executes a system call to employ the FSM library on the command line interface. The results of the FSM library is represented as a textfile that is parsed and handed back to the application. In this way a collection of the essential methods for working the AT&T FSM library are provided to the application. Weighted acceptors and transducer can be created, on a given input alphabet, and they can be composed, minimized, pruned, and applied to the best path algorithm.

**4.2 Workflow module**

The workflow of a data-mining routine is a complex behaviour. Several tasks have to be executed and the ordering of these tasks can change for each single run, so the environment needs to be flexible. The normal usecase is that a data set of proteins is loaded from an external datasource where all important information about a protein for the data-mining process is stored. A classifier is created based on this information. This classifier is then applied to the protein objects to make a prediction. At the end the created predictions are saved in a relational database.

This workflow can vary for each data-mining run. Sometimes proteins need to be filtered out from instances which are not suitable for a specific datamining run such as if there are enormous protein like fragments. For this reason it must be possible to introduce new data-processing steps easily. The state pattern (Gamma, 1997) addresses exactly this problem. The pattern provides a way of changing the behaviour of an
object depending on its state, and the different states of the object can be implemented separately. The implementation of this pattern is shown in the class diagram 4.3. The class StateMachine can have a number of internal states. The interface "State" defines the behaviour of a single step of the application which is implemented by concrete states. A product which contains the data will be delegated by the statemachine to the states in a specific order for handling of the processing steps.

A metaphor for this design pattern would be a conveyer belt in a factory. A product is driven through a factory and stops at different workers to be processed. The workers do not know much about the full product, having only very basic assumptions about it. The single worker is an expert in his own area, and he just adds his modifications and passes it to. Once the product has left a worker the management t decides where to send the product to. The benefit of this principle is that the workflow can be easily extended, by just including another worker at the conveyer belt. Each logical step in the application can be implemented as a separate state which gives lots of benefits to the design of the application. Also, the individual states of the application can be split into trivial subprocesses that can be optimized individually without paying attention to the whole process. The subprocesses do not depend on each other and can be reassembled easily to achieve improvements for the whole process. Each subprocess can be implemented and tested independently from the rest of the system and afterwards easily integrated.

Figure 4.3: Class diagram of the workflow module of the application.
Good object-oriented software design works in a very similar way. So how can this design be implemented in the data-mining application? Simply, every logical step of the data-mining process will be modelled as its own state which takes a data set of protein objects, performs an operation and then passes the set back to a state machine which delegates the data set of proteins to the next state. Based on this design pattern each logical step of the data-mining run was identified by a use-case and was implemented afterwards in a separated classes. The class diagram Figure 4.4 gives an overview of the implemented states. Every state implements the Interface "State" and provides a method for executing which performs an operation on a data set.

Figure 4.4: The class diagram shows the implemented states in the application. Each data-mining step of the application is implementing the interface "State".
CHAPTER 4. IMPLEMENTATION

Below the details of the implemented states are shown together with a description of their behaviour based on a use-case.

**Class LoaderState**

The loader state loads a data set of protein objects from the backend module. The proteins are described based on the annotation within the Swiss-Prot section of the UniProtKB such as functional annotations, taxonomy or signature hits. To reduce computational costs the data set was loaded in small sections based on their InterPro families (Biswas et al., 2002).

**Class FilterState**

The filter state filters instances from the dataset which are not suitable for data-mining. This may be used to get rid of enormous proteins such as hypothetical proteins which are not useful in a training set. Hypothetical proteins are usually not well annotated and a rather insecure source of data to be used for training set.

**Class SplitterState**

The splitter state splits a given data set of protein objects into small homogeneous sets to perform a cross-validation. As an example, a data set is split into five parts, of which four parts will be used as a training set to learn the algorithms, with the remaining fifth part, called the target set being tested. This procedure will be repeated five times, each time changing training and target sets. The number of sets in which the data sets will be split can be configured externally.

**Class AttributeFinderState**

The attribute-finder state extracts the attributes from protein objects of the data set. The data extraction process is configurable because not every attribute of a protein object is suitable for the data-mining process. As an example, a signature hit can be corrupt, so this case has to be excluded.
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Class TargetSelectorState

The target-selector state chooses a target annotation where the classification algorithm should be learned. A decision tree can only generate one rule for one specific target. For example, to predict different instances of the active site annotation such as proton donor or binding site, individual decision trees need to be created for each annotation type.

Class C45LearnerState

The C4.5-learner state takes a data set of protein objects including the attributes and the targets and uses the class C45ClassierTree from the algorithm modul to create a decision tree. This state delegates the data set to the decision tree implementation and returns the predictive model which can be used afterwards to predict the presence of a functional annotation. The created decision tree is employed on the target set to predict the presence of a functional annotation.

Class FSM LearnerState

A FSM is created based on the positive examples from the building procedure of the decision tree. All sequences containing the desired pattern are extracted and used to create a FSM. The FSM created by the FSM-learner state is applied against all protein sequences from the target set where the presence of a functional annotation is already predicted by a decision tree.

ValidationState

The presence of a functional annotation and the sequence-specific position gets evaluated against the original annotation, and will be written to the database in the backend modul. The evaluation distinguishes between the decision tree and FSM predictions in respect of the number of true/false positive/negative examples.
EndState

The data-mining run is finished if the end state is reached. The application is then terminated.

The implemented states provide a collection of reusable components for the automated annotation in an object-oriented way. New processing steps and procedures can be easily integrated into the whole process, while reconfiguring the states or implementing new states. The application was designed for the prediction of functional annotations on proteins, but the components can also be reused for other tasks in the automated annotation of the UniprotKB. The workflow and the order of the execution of the states is handled by the class StateMachine. This class can be configured programmatically to define the order in which the states are executed. The code-snippet in Figure 4.5 shows how the application can be configured programmatically:

```java
LoaderState loader = new LoaderState();
AttributeFinderState finder = new AttributeFinderState();
TargetSelectorState selector = new TargetSelectorState();
C45ClassifyState classifier = new ClassifierState();
ValidatorState validator = new ValidatorState();

StateMachine stateMachine = new StateMachine();
stateMachine.setStartState(loader);
stateMachine.setTransition(loader, finder);
stateMachine.setTransition(finder, selector);
stateMachine.setTransition(selector, classifier);
stateMachine.setTransition(classifier, validator);
stateMachine.setTransition(validator, new Endstate());

Product product = new Product();
statemachine.run(product);
```

Figure 4.5: Programmatic configuration of the workflow of a data-mining run.
4.3 Backend module

The backend module provides the application with protein objects. A protein object is an object-oriented data model representation of an entry from the UniprotKB. It contains all information extracted from UniProtKB flatfile entry where proteins are described. For performance reasons the relevant data for the data-mining process was created using the yasp-parser which is an European Bioinformatics Institute (EBI) internal tool for parsing the UniProtKB flatfile format. The output of the parser was stored in an object-oriented domain model and stored on a hard drive instead of using the UniProtKB data warehouse. This way data is easier and quicker to access for the various runs of the application. For a normal data-mining run the time to read the relevant data from the data warehouse takes hours, while reading similar data from a hard drive is only a matter of minutes.

To reduce the computational costs of the mining process, the loaded data set was divided into small sections based on InterPro families. However, a mechanism had to been found to identify which proteins belong to a specific InterPro family. For this reason a relational database was created to detect which proteins belong to a specific InterPro family. The database was also used to save the predictions of the data-mining run and make these available for a later evaluation. 4 tables have been identified and implemented to store all information needed to fulfill the requirements.

The following tables were created in the schema and implemented in Oracle:

- **Table interpro_entry**: This table contains the information about an InterPro family. The InterPro family is described by name, a shortname and the corresponding InterPro accession number. Only InterPro families which contain proteins from the Swiss-Prot section of the UniProtKB have been stored.

- **Table uniprot_id**: This table contains the information about a protein. The primary UniProt accession number, the creation date and UniProt identifier have been extracted from UniProt entries and stored.

- **Table intepro_protein**: This table contains the relationships between a protein and an InterPro family. This is a many-to-many relationship, so this table links between the tables interpro_entry and uniprot_id.
• Table uniprot_prediction: This table contains all the predictions from the datamining run. It store each prediction that was performed on a specific protein entry. The textual description and sequence position is stored including the score of the decision tree from which the prediction was generated.

The database schema was added to query for the desired protein objects and to allow easy access to the generated data. It was not optimized in terms of efficiency and was designed to cover basic functionality. The table uniprot_prediction was later used to allow external user access to the data with a web interface.

4.4 Web module

The generated data needs to be visible for curators and external user to provide feedback about the quality of the data. The developed application is a separate system from the UniProtKB automated annotation pipeline and the results are not yet evaluated. Therefore the data cannot be integrated into UniProtKB website. However, it would be helpful to have a web-user interface to browse results. The developed web module is based on the model-view-control pattern (Gamma, 1997) and uses the JSP-based Open Source Framework Struts (Cavaness, 2004) for providing a visualization of the results. The application contains two different views. The first view, shown in Figure 4.6, provides an overview over the overall performance of the last data-mining run with detailed information about the data set. A statistical table shows the true positive and false positive rates separately for two different algorithms. Receiver operation characteristic (ROC) curves (Beck and Shultz, 1986) are provided for the aggregated algorithm and the decision trees. The entry view in Figure 4.4 provides access to predictions for single UniProtKB entries. The user can enter an UniProt identifier to receive individual predictions for an entry. The entry view shows the original functional site annotation from the UniProtKB and predictions from the data-mining run. The score value from the decision tree is added to each prediction. The web application provides also a way to browse the generated predictions immediately after their creation, and so can be used as a tool for monitoring the data-mining of the functional site predictions application. Wrong predictions, for example, because of wrong configurations of the application can
be detected before the data-mining run is finished, and the application can be stopped and restarted. A version of the web application which contains the results of a 4-fold cross-validation of the Swiss-Prot section of UniProtKB version 7.0 is visible externally at http://www.ebi.ac.uk/interpro/internal-tools/aa/siteprediction.
Figure 4.6: The webapplication provides a statistical overview over the generated data and shows ROC curves based on the generated data.
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Figure 4.7: Single UniProt entries can be browsed by querying with an UniProtKB accession. In this case 3 true positive prediction has been made.
5 Results

Two different types of experiments were conducted, which demonstrate the biological relevance and high-throughput capability of the method. The experiments attempted to predict functional site positions, an annotation type that is well maintained in the Swiss-Prot data set and enjoys high biological relevance. For this purpose a two-stage approach was taken, in which the C4.5 decision tree algorithm is used as a model for predicting the presence of an active site, for example a proton donor. This first stage filters out candidate sequences with different activities or no activity at all. Only those sequences which fit this model are used in the second stage to build a finite state machine for the location of the functional site.

5.1 Dataset

The FT (Feature Table) lines provide a precise but simple means for annotation of the sequence data. The table describes regions or sites of interest in the sequence such as which amino acids within the sequence encode the signal or binding sites of the protein as shown in the following example. Active sites are a well-maintained feature type with high biological relevance. The Swiss-Prot internal guide for database curators describes the way active sites are annotated:

*FT ACT_SITE is used only for enzymes and indicates the residues directly involved in catalysis. There can be 1 or several FT ACT_SITE lines, depending on the nature of the active site. FT ACT_SITE key is used for 1 single amino acid residue. Ideally, active site annotation should be based on a reaction mechanism derived from biochemical and structural studies. Active site residues are usually 100% conserved within a family, however conservative substitutions may occur. Residues that are involved in substrate or cofactor binding but that do not directly participate in catalysis should not be listed*
as active site residues. Their role is indicated under FT BINDING/SITE (for single residues) or FT REGION/MOTIF (for a short stretch of residues).

Both experiments were calculated on the Swiss-Prot section of UniProt version 7.0. 13.7% of all UniProtKB/Swiss-Prot entries were identified as containing active sites. There are 48,527 entries containing an active site in the whole of Swiss-Prot. 44% of the entries have two or more active site annotations. In the experiments only parts of the database were actually used in training sets, which encompassed 43,336 Swiss-Prot proteins having 38,996 annotations in total. The latter number is used for recall calculations. For the decision tree part of the algorithm taxonomic groups, the association to an InterPro family, and the presence of signature hits were used as attributes. Fragments and proteins marked as hypothetical were excluded from training and target sets in both experiments.

5.2 Cross-validation

To show that the two stage algorithm is able to predict the active site in accordance with Swiss-Prot a four-fold cross-validation was carried out against the whole Swiss-Prot data set, where all 43,336 proteins were clustered in InterPro families of between 50 and 500 entries. The cross-validation was used to assess whether a learned algorithm is correct in assigning the predictions to a protein. Cross-validation is a technique in which a dataset divides the known instances into two sets. The first set is used to train the classifier while the second set is held back. The learned classifier is then applied to the second data set and the classification results are compared with the known data. A good prediction system gives good agreement with the known data, therefore, if the predicted classification agrees with the known data from the held-back set one has a true classification. True positives (TP) are those cases where the classifier correctly predicts the occurrence of a property while true negatives (TN) occur when the classifier correctly predicts the lack of a property. When the prediction does not agree with the known data, one has a false classification: Either a false positive (FP) where the classifier predicts a property not known to be present or a false negative (FN) where the classifier predicts the lack of a property known to be present. Different ratios between the FP, FN, TP, and TN are measures of the trustworthiness and usefulness of
the classifier. Based on these values the true positive rate (recall), false positive rate, and precision of the algorithm can be calculated with the following equations:

True Positive Rate = \( \frac{TP}{TP + FN} \cdot 100\% \)

False Positive Rate = \( \frac{TP}{FP + TN} \cdot 100\% \)

Precision = \( \frac{TP}{TP + FP} \cdot 100\% \)

A good way to visualize the performance of a predictive algorithm is the use of "receiver operation characteristic" (ROC) curves (Beck and Shultz, 1986). These curves have their origin in signal detection and are originally used to distinguish between a positive rate and a false alarm over a noisy channel. The ROC curves plot the number of true positives included in the sample on the vertical axis against the the number of False Positives on the horizontal axis. In the best case the prediction method points straight to the upper left corner of the curve, which means that all positives examples are found without the receiving of any false examples. On the other side, a prediction method with randomly results would give a straight line at an angle of 45 degrees from the horizontal, from bottom left to top right (Witten and Frank, 1999).

5.3 Four-fold cross-validation in Swiss-Prot

The first step of the active site prediction employed a C4.5 decision tree approach to detect proteins with an active site feature annotation. After the decision tree had predicted the presence of an active site with a certain description, the next step was the determination of its location in the sequence using the finite state machine (FSM) approach. The fundamental principle for location prediction was the same for all position-
specific feature types, i.e. for active sites, binding sites, substrate regions and metal binding sites. Weighted FSMs can be used to align training and query proteins by calculating the most probable path through these machines. Firstly, each sequence of a positive training instance from the decision tree is represented by a FSM. The composition of all training FSMs results in one probabilistic training model, which represents all the positive training sequences attached to a leaf node in the decision tree. Secondly, a FSM is built, which encodes costs for gaps, weights for specific residues, the location of the site, and mismatch penalties based on the protein substitution matrix BLOSUM 62 (Henikoff and Henikoff, 1992). Thirdly, the query sequence is represented by a simple unweighted acceptor. The result of this procedure is a weighted FSM, which represents an alignment of the query sequence and the training machine. In this way, functional sites are mapped to amino acids in the query sequence. The described workflow is shown in Figure 5.1.

The performances of the different algorithms were measured separately, calculating the recall precision from the results of the cross-validation. ROC curves as described above have been used for the visualization of the performance. Figure 5.2 shows the performance of the decision tree in a four-fold cross-validation at different threshold scores of the decision tree. A score of 0.70 was found to give the best trade-off between true positive and false positive predictions. At a score of 0.70, the method achieved a recall of 80.3% at a precision of 98.2%. The performance of the location predictor using the weighted FSMs was measured at different threshold scores of the decision tree and is shown in Figure 5.3. The curve shows that the performance of this part of the algorithm has little dependence on the decision tree score. The performance of the aggregated algorithm is shown in Figure 5.4. At a score of 0.70, the method achieved a recall of 72.47% at a precision of 96.9%. The performance of the aggregated algorithm is slightly lower than the performance of the decision tree. This indicates that the recall and the precision of the aggregated algorithm is highly dependent on the performance of the decision tree.
Figure 5.1: Algorithm Flowchart. A decision tree is generated from a set of training proteins. For each node that scores above a minimal threshold, a training FSM is generated. This is composed with an FSM that encodes mismatch penalties, gap penalties and properties of the BLOSUM62 matrix (Henikoff and Henikoff, 1992). The result encodes the predictive model. A further composition with an FSM that represents a query sequence leads to an alignment of the query sequence against the predictive model. The predicted position of the site can be extracted from the resulting FSM.
Figure 5.2: ROC Curve for the decision tree. True and false positive rates were calculated for threshold scores between 0.40 and 0.95, below which no prediction is made.

Figure 5.3: ROC curve for location predictor. True and false positive rates were calculated for threshold scores between 0.40 and 0.95, below which no prediction is made.
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Figure 5.4: ROC curve for the aggregated algorithm. The curve shows that for a value of 0.70, a recall of 72.47% is achieved at a false positive rate of 2.28%.

5.4 Ten-fold cross-validation in the enolase family

The extendibility of the method to other feature types, in particular to predict multiple functional site residues, was tested on proteins belonging to the enolase family. A ten-fold cross-validation was performed for the 286 Swiss-Prot proteins in the training set. Six different target functional sites were present in the training set, these are ACT_SITE (Proton acceptor), ACT_SITE (Proton donor), METAL (Magnesium), REGION (Substrate binding), BINDING (Substrate), BINDING (Substrate; phosphate group). The focus in this experiment was to investigate the performance of the location-finding model. Figure 5.5 shows the precision and the recall achieved by the FSM models for each of the six targets.
All of the highly conserved substrate binding regions could be identified at a precision of 99%. The precision for the single substrate binding residues reached 99% for substrate binding in general and 82% for substrate binding at a phosphate group. Recall values were 49% and 78%, respectively. In most database entries, there is one catalytic active magnesium annotation, bound to three residues, i.e. to aspartate, glutamate and aspartate. Precision and recall for this functional site were 93% and 60% respectively.

The algorithm for active sites performed exceptionally well for the enolases. A precision value of 98% was reached for both Proton Acceptor and Proton Donor, the recall values were 98% and 97% respectively. The results for the enolase analysis show that the Swiss-Prot feature annotations for region and active site keys are easily predictable using the method presented here. In this family, models that predict binding and metal sites perform less effectively. Supervised learning algorithms strongly rely on the consistency of the given training sets, and for active site features, the annotation turned out to be highly consistent in Swiss-Prot. For binding and metal features, the nature of the functional site is different from that of the active sites. However, it was not attempted to model these differences. Thus the same model was used for all single residue sites. An adaptation of the predictive models for binding and for the biology
of these sites is likely to improve the performance of the predictor.

5.5 Current state of the system

The system is currently in an evaluation phase but the results are promising. The predictions will be soon integrated in the automated pipeline of UniProtKB. The focus of the analysis was laid on the quality of the generated predictors. Efficiency was not further analyzed, nor was any optimization been conducted to shorten the time required to perform a data-mining run. The time to run a four-fold cross-validation tooks 41 CPU hours. 43378 entries have been analyzed four times, this indicates clearly that the method is not too expensive to be used in a high throughput mode on a regular basis. At the moment the system provides only predictions as a cross-validation on the Swiss-Prot section of the UniprotKB, but the much larger TrEMBL is the focus of automated annotation so this part needs to be integrated.
6 Discussion

6.1 How reliable are the results?

A cross-validation against the Swiss-Prot section of the UniProt Knowledge base were used to measure the performance of the system. But the presented rates of precision and recall require close examination. Some of the false positives are certainly errors produced by the prediction procedures, but there are also cases where the Swiss-Prot annotation in a few examples seems to be inconsistent in comparison with the rest of the family. In some cases, there may be biological explanations for these exceptions, while in others it may be an annotation error. For example, the decision trees detected 25 proteins in Swiss-Prot with a biotin / lipoyl attachment domain (IPR000089) and the PROSITE profile PS50979 (Biotin carboxylation (BC) domain profile), all of which had active site annotations. Yet, the location of one of these turned out to be a false positive in the cross validation. In 24 cases the active site position was annotated on an Arginine residue, and on the predicted position of Q9KWU4 (Pyruvate carboxylase in Bacillus subtilis), there is also an Arginine. Yet, in the original entry, the active site is annotated on a Lysine residue on a different location. The multiple alignment in Figure 6.1 of all these proteins shows that the sequence is highly conserved across a number of species and that also for Q9KWU4 there is an Arginine residue, where all the other proteins have their active site. The method is useful to detect situations like these, some of which may turn out to be annotation errors after a closer manual examination. The true error rate will therefore be somewhat smaller than the given false positive rates in the results.
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Apart from efficiency advantages, the main benefit of this work is its ability to higher precision rates but, as a consequence, the efficiency of the predictor may be compromised. Differ from efficiency advantages, the main benefit of this work is its effectiveness to work for a larger number of targets, as primary sequences enjoy a much higher degree of availability than structural data.

This approach may lead to higher precision rates but, as a consequence, the efficiency of the predictor may be compromised. Apart from efficiency advantages, the main benefit of this work is its effectiveness to work for a larger number of targets, as primary sequences enjoy a much higher degree of availability than structural data.

6.3 Possible Improvements for the algorithm

The current approach models the region around a known active site from a number of given training sequences. Except for the most trivial decision trees, there are also negative examples available, i.e. sequences which lack the active site feature. It is not

Figure 6.1: Alignment of a false positive examples against true positives. The missing active site annotation in Q9KWU4 lies in a highly conserved region.
infrequent that a catalytic activity is not present in some proteins, although they share
large parts of the domain structure with catalytically active samples. There is a good
chance that these sequences can be used to assert penalty weights, and that this way
the FSMs can be made more specific to the positive examples. Furthermore, in the
shown results, all location predictors for active sites were built in the same manner and
the performances of the predictors vary for different activities. As a consequence, the
models for the weaker predictors could be improved to increase their performance, for
example by extending the window size on which they rely.

6.4 Application to TrEMBL proteins

The sheer amount of the available sequence space, in combination with the advances in
protein knowledge represented in Swiss-Prot, creates a high efficiency requirement for
automated annotation procedures. Meaningful annotation on uncharacterized protein
sequences is required so that searches against the complete known sequence space re-
turn significant results. As a consequence of the exponential growth, high-throughput
methods are required to generate annotation automatically. The results show that the
algorithm in this work here is suitable for producing precise, site-specific annotation, in
an efficient way. A cross-validation procedure, as presented in the results, gives a good
indication of the performance of a particular algorithm. The actual performance for
TrEMBL proteins may be different from the values that the cross validation suggest,
since the Swiss-Prot section of the UniProtKB is biased towards model organisms and
proteins of high scientific interest. A closer examination of how the method affects
the state of site-specific feature table annotation of sequences in TrEMBL is currently
under way.
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7 Conclusion

The goal in this work was to show the potential of using weighted finite state machines (FSMs) in combination with a classification algorithm to predict the presence and location of active sites for any given protein sequence. Other functional sites such as regions, metal and substrate binding sites were accessed with the same fundamental technology and evaluated against the enolase family.

FSMs allow efficient and powerful modelling of biological problems. Simple models such as regular expressions and also more complex ones like hidden Markov models and support vector machines can be built and applied by using weighted FSMs. Thus, they provide a generic concept to model complex sequence data and algorithms using a set of algebraic operations. They deliver a framework with which predictive methods can be combined conveniently to produce more powerful predictors. Structural information, for instance, can equally be represented by an FSM, and this can be composed with the purely sequence-based FSMs.

The AT&T FSM library turns out to be a highly efficient implementation of weighted FSMs, which allows predictions in high-throughput mode. It was shown that with the help of these models more than 70% of all active site features in Swiss-Prot can be recalled at a precision of over 95%. This is a promising footing for further investigations beyond the strictly sequence based methods, beyond fairly simple predicted targets, and beyond the levels of predictive power shown in this work. The results from the ten-fold cross-validation can be browsed at http://www.ebi.ac.uk/interpro/internal-tools/aa/siteprediction.
8 Appendix

8.1 Databases involved

This section gives an overview of most the databases which were used in this thesis. It explains the most important protein databases and pattern databases involved.

8.1.1 Swiss-Prot

Swiss-Prot is a curated database of protein sequences created in 1986 by Amos Bairoch during his PhD and developed by the Swiss Institute of Bioinformatics (SIB) and the European Bioinformatics Institute (EBI). The protein annotation is added by about 50 biologists located in the EBI and the SIB. Each annotation has to pass several quality checks until the final supervision of Amos Bairoch it is checked into the database. In this way a very high level of quality data has been provided throughout the years.

8.1.2 TrEMBL

TrEMBL is an automated translation from GenBank/EMBL/DDBJ DNA sequences to putative or hypothetical protein sequences. Regularly annotation is added both automatically and manually. The quality of the data varies, some entries contain little more than the mere sequence data, others are contain high quality confidential data.

8.1.3 InterPro

The protein signature databases usually categorize similar sets of proteins into the same groups, but at the same time the different methods have their strengths and weaknesses.
in different areas. Regular expressions have their optimum in short patterns while hidden Markov models are better in finding divergent super-families. InterPro (Biswas et al., 2002) was designed to bring this complementary information under one roof. For every group, there is a small abstract in the database describing the function of the pattern, there is the collection of the proteins belonging to the group and some graphical illustrations for each protein where the pattern in question can be found. Since the ticket for a protein to get into an Interpro entry can be from various sources there are usually many patterns per protein stemming from Prosite, Prints, Pfam, or Prodom.

8.1.4 Prints

The Prints database (Attwood et al., 2003) is a compendium of protein motif fingerprints. A motif is any conserved element of a sequence alignment: it is a local alignment corresponding to a region whose function or structure is known, or its significance may be unknown. It is sufficient that it is conserved, and is hence likely to be predictive of any subsequent occurrence of such a structural/functional region in any other protein sequence. A fingerprint is a set of motifs used to predict the occurrence of similar motifs. A composite or multiple-motif fingerprint contains a number of aligned motifs taken from different parts of a multiple alignment. True family members are then easy to identify by virtue of possessing all elements of the fingerprint, while subfamily members may be identified by possessing only part of it.

8.1.5 Prosite

Prosite (Hulo et al., 2006) is a database of protein families and domains. It is based on the observation that, while there is a huge number of different proteins, most of them can be grouped, on the basis of similarities in their sequences, into a limited number of families. This database is actually divided into two sections. The greater part contains regular expressions for protein patterns. A big disadvantage is that they do not allow variable gaps where arbitrary acids can be present. An alternative approach to motif based pattern recognition is to distil the sequence information within complete scoring tables, or profiles.
8.1.6 Pfam

Pfam (Bateman et al., 2004) is a large collection of multiple sequence alignments and hidden Markov models covering many common protein domains and families. Each family in Pfam is represented by two multiple sequence alignments and two profile-hidden Markov model. Pfam has two large series of functionally uncharacterized families, known as domains of unknown function and uncharacterized protein families. Tracking the number of these functions and families gives some idea of how many families in Pfam are uncharacterized and how this number has changed over time.

8.2 Swiss-Prot datatypes

The following datatypes are used in Swiss-Prot:

8.2.1 ID

The ID line of each entry contains the entry name, the data class (STANDARD = Swiss-Prot, PRELIMINARY = TrEMBL), the molecule type (PRT = protein) and the length of the sequence:

ID GRAA_HUMAN STANDARD; PRT; 262 AA.

8.2.2 DE

Each entry has exactly one description line which summarizes the most important information about the protein:

DE GRANZYME A PRECURSOR (EC 3.4.21.78) (CYTOTOXIC T-LYMPHOCYTE PROTEINASE DE 1) (HANUKKAH FACTOR) (H FACTOR) (HF) (GRANZYME 1) (CTL TRYP.TASE) DE (FRAGMENTIN 1).

8.2.3 OS

The OS (Organism Species) line specifies the organism(s) which was the source of the stored sequence:
8.2.4 RN, RP, RC, RX, RA, RT, RL

These lines collect the information about the citations which indicate the sources from which the data has been abstracted:

RP SEQUENCE OF 29-53.
RX MEDLINE; 88330824.
RA Poe M., Bennett C.D., Biddison W.E., Blake J.T., Norton G.P.,
RT "Human cytotoxic lymphocyte tryptase. Its purification from granules
RT and the characterization of inhibitor and substrate specificity."

8.2.5 CC

The CC lines provide textual comments on the entry, and may be used to convey any useful information. The comment blocks are arranged according to what is designated as 'topics' which allow a mapping of a comment into a category:

CC -!- DEVELOPMENTAL STAGE: EXPRESSED IN EMBRYONIC AND EARLY LARVAL
CC STAGES.

8.2.6 DR

The DR (Database cross-Reference) lines are used to store information related to Swiss-Prot entries. Here, references to signature hit database such as InterPro, Prosite, Pfam, and others are stored:

DR INTERPRO; IPR001254; -.
DR PROSITE; PS00968; ANTENNA_COMP_ALPHA; 1.

8.2.7 KW

The KW (KeyWord) lines provide information that can be used to generate indexes of the sequence entries based on functional, structural, or other categories.

KW Oxidoreductase; Acetylation.
8.2.8 FT

The FT (Feature Table) lines provide a precise but simple means for the annotation of the sequence data. The table describes regions or sites of interest in the sequence such as which amino acids out of the sequence encode the signal or binding sites (cf. Appendix A) of the protein.

<table>
<thead>
<tr>
<th>FT</th>
<th>SIGNAL</th>
<th>1</th>
<th>26</th>
</tr>
</thead>
<tbody>
<tr>
<td>FT</td>
<td>ACT_SITE</td>
<td>69</td>
<td>69</td>
</tr>
<tr>
<td>FT</td>
<td>ACT_SITE</td>
<td>114</td>
<td>114</td>
</tr>
</tbody>
</table>

FT ACT_SITE 69 69 CHARGE RELAY SYSTEM (BY SIMILARITY).
FT ACT_SITE 114 114 CHARGE RELAY SYSTEM (BY SIMILARITY).

8.2.9 SQ

The SQ line contains the length of the sequence in amino acids (‘AA’) followed by the molecular weight (‘MW’) rounded to the nearest mass unit (Dalton) and the sequence 64-bit CRC (Cyclic Redundancy Check) value (‘CRC64’). The algorithm to compute the CRC64 is described in the ISO 3309 standard. It should be noted that, while in theory, two different sequences could have the same CRC64 value, the likelihood that this would happen is quite low. This line is followed by the core sequence data:

| SQ  | SEQUENCE 233 AA; 25630 MW; 146A1B48A1475C86 CRC64; GDVEKGGKIF IMKCSQCHTV EKGGKHKTGP NLHGLFGRKT GQAPGYSYTA ANKNKGIIWG EDTLMYLEN PKKYIPGTM IFVGIKKKEE RADLIAALKK ATNE |
9 Bibliography


